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ABSTRACT: Software Unit Testing (SUT) is the starting point for Model-Based Testing (MBT), a testing method. The Unified 

Modeling Language (UML) has become the standard for modelling software in professional and academic settings. There are various 

uses for the modelling language known as UML. The findings of an SLR on UML-based model-based testing methodologies are 

presented in this paper. Thirty-five primary articles about six research issues were examined using selection and exclusion criteria. 

Methods, model class, intermediate format use, and testing methodology are the primary points of examination. The review outcomes 

identify future research needs and avenues of inquiry. 
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INTRODUCTION 

 

Software engineering applies engineering principles to 

software creation, deployment, upkeep, and eventual retirement 

[1]. Software testing aims to identify issues with a program by 

running it. It is an essential part of the software industry and a 

necessary step in software development. Test cases are created, 

run, and evaluated as part of software testing’s primary focus 

[2]. Among the many benefits of testing analysis and design 

models is the opportunity to discover test cases earlier.  

 

When necessities are being established, it is via early testing 

that analysts and designers get a deeper comprehension of 

requirements, finds better ways to communicate those needs, 

and verify that the conditions they have defined are, in fact, 

testable—saving time, money, and energy by finding defects 

early on in the development process. Before a project, the test 

cases are checked to ensure accuracy. There is always a 

problem with the precision of test cases, particularly system test 

cases [3]. Programmers, testers, and managers agree that the 

analysis and design phase is crucial for choosing testing 

approaches based on work principles, the link between design 

and requirements, the frequency of specification change, and 

conditions [4].  

 

While object-oriented testing techniques are similar to 

traditional testing, challenges arise due to specific aspects of 

object-oriented programming that arise when actually putting 

these techniques to the test [5, 6]. Software testers often use one 

of three primary approaches: code-based testing, specification-

based testing, or model-based testing. 

Software testing’s objective is to confirm that an application’s 

features and functionalities meet the standards outlined in the 

software requirement specification [7]. More than half of the 

entire time spent on software development is devoted to testing, 

one of the most critical aspects of the Software Development 

Life Cycle SDLC [8]. When software systems grow in size and 

complexity, test case design becomes one of the trickiest parts 

of the testing [9]. Automatically generating test cases may 

improve reliability and performance while decreasing 

development costs [10]. 

 

In Model-Based Testing (MBT), test cases are produced in 

whole or in part based on a model that defines certain (often 

functional) features of the SUT. Tools for model-based 

development include techniques like code generation and 

simulation [11]. The steps involved in UML MBT are shown in 

Fig. 1. From the Software Requirement Specification (SRS), a 

model of the SUT is built.  

 

The same holds true for writing the test report, which is based 

on the criteria used to choose test cases that show flaws, 

mistakes, and likely failures. If test selection criteria are applied 

to the specification, the system model is then utilised to produce 

the actual test cases. The SUT is used to run the tests, and the 

results are analysed. Here rectangle box represent the artifacts 

whereas rounded corner rectangle box represent the process. 

 

The combination technique used by MBT to test the program 

uses both the specification and the source code, making it more 

effective and operational than code-based methodologies. 

MBT’s primary areas of study are in ensuring that programs are 

consistent with their underlying architectures and in validating 
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the accuracy of the models used to create such programmes. 

Model-based testing tests the software using the model. The 

typical MBT procedure begins with a model description, 

continues with the definition of test requirements, and then 

moves on to developing test cases grounded in the model, 

followed by their execution, review, and eventual conclusion. 

An imperfect kind of MBT, model-based mutation testing 

guarantees that the generated test cases will discover a subset 

of incorrect specification implementations. Since mutations can 

be used as stand-ins for wrong requirements, the acronym 

MBMT describes this process well. 

 

 
 

Figure 1. Process of UML MBT 

 

Models are used in Model-Based Testing (MBT) for the 

purpose of automatically creating and running test cases [12].A 

model is only a symbolic depiction of the ideal state that an 

SUT should achieve. Several system representations may be 

utilized with MBT to produce test cases for different facets of 

the SUT. Existing models include the UML, Finite State 

Machines (FSMs), Petri Nets, I/O automata, and Markov 

Chains[17]. In recent years, MBT has seen an increase in the 

usage of software models for the creation of test cases, either 

manually or automatically [13]. 

 

The Object Management Group established UML 1997. UML 

is a modeling language fused to create graphical representations 

of software systems (UML). These models allow for assessing 

and analysing potential designs, which can aid in achieving 

design goals. From a UML model, test cases can be constructed 

using a variety of methods. Recently, the testing community has 

become increasingly interested in the use of UML diagrams for 

the modeling of object-oriented software systems [14,15]. 

Despite their lack of clarity, UML diagrams include crucial 

details for making test cases and give direction for the 

automated development of test cases. This makes the process 

of developing test cases in UML an integral and difficult aspect 

of MBT [16]. 

 

The research on MBT is dispersed, with diverse studies 

covering both the common and the variant techniques and the 

recommendations and lessons gained. 

 

The following questions are discussed in this paper: 

 

1. What are the different methods used in UML MBT? 

2. What UML models are used in different methods in the 

primary study? 

3. Is the intermediate form used in the primary study? 

4. Which testing level is achieved in the primary study? 

5. What are the coverage criteria used in the primary study? 

6. Is the primary research include a case study? 

 

In order to provide answers to the aforementioned questions, 

SLR is conducted. Using a systematic review process, we 

combed through 65 publications and determined that 35 

represented high-quality primary research that addressed our 

concerns. On the basis of this investigation, we present the 

identified difficulties and explain the main trends and methods 

in data extraction. 

The format of this essay will be as follows. In the second 

section, we present some context and relevant studies. Methods 

for this inquiry are laid out in Part 3. In Part 4, we show the 

SLR findings, including the problems and their remedies as 

seen in the UML MBT; in Section 5, we debate these findings; 

and in Section 6, we offer some last thoughts. 

 

BACKGROUND AND RELATED WORK 

 

At more abstract level of a system, graphs are used to represent 

UML diagrams. The data must meet certain route constraints 

during the way from the beginning to the ending node. You may 

generate test cases from graphs by following these steps: 

defining the requirements, constructing the graph, determining 

the test requirements, and selecting pathways to cover the 

requirements. 

 

UML has a comprehensive library of diagrams and notations 

that may be used in a wide variety of contexts. The meta-model 

allows for the semantics of the diagrams to be interpreted in a 

variety of ways by various UML tools. In order for MBT tools 

to understand UML models, a subset of UML must be selected, 

and its semantics clarified. Each MBT solution takes a 

somewhat different tack by allowing for a unique collection of 

diagram types and establishing a subset of those diagrams that 

is guaranteed to be safe for usage in models. It’s important to 
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specify not just the static data portion of the model, but also its 

dynamic behavior. 

 

To create test cases from UML diagrams, Kunxiang Jin et al. 

used SLR [19]. Test case generation using UML diagrams has 

been found to have some difficulties, and solutions to these 

problems have been presented. One of the important issues in 

UML diagrams is state explosion due to loop transition or 

events. By identifying loop transitions and events, model 

slicing technique can be applied to divide the original diagram 

into main diagram and sub-diagram. They provide a strategy 

for optimizing test cases by prioritizing test cases. Several 

methods failed to provide executable test cases because of the 

unknown nature of the system as actually implemented. 

Methods for transforming models may be utilized to address the 

implementation issue. 

 

Tanwir Ahmad et al. used UML activity diagrams to perform 

SLR on MBT [23]. Researchers have called attention to the fact 

that the majority of suggested methodologies need to be 

thoroughly assessed before conclusions based only on the study 

are made. The majority of the methods offered have been 

designed for usage in a specific subset of the application 

domain, and the non-functional needs of the SUT have yet to 

be tested using UML ADs. Most studies only cover a small 

portion of the MBT procedure, seldom explaining how the 

offered methods fit into the overall development process. 

 

RESEARCH METHOD 

 

“A systematic literature review, also known as a systematic 

review, is a type of secondary study that utilises a well-defined 

methodology to identify, analyse, and compile all existing 

studies related to a specific research question in a manner that 

is objective and, to some extent, repeatable,” as defined by the 

authors of one such review. While several MBT methods have 

been presented, no one has yet made a concerted attempt to 

compile a comprehensive review of the relevant literature. 

Consequently, the literature on MBT’s efficacy, common 

methodologies, methods, and learnt recommendations and 

findings, are dispersed over several studies.  

 

Research Questions 

The following study questions were developed to help provide 

light on the difficulties and possibilities inherent with UML 

MBT. 

RQ1: What are the Different Methods Used in UML MBT? 

RQ2: What are the UML models are used in different 

methods in the primary study? 

RQ3: Is intermediate form is used in the primary study? 

RQ4: Which testing level is achieved in the primary study? 

RQ5: How was the primary research conducted? 

RQ6: Is the primary study including a case study? 

Data Sources 

Many references are provided below. The following has been 

selected for use in UML MBT.: 

 
 

Data Retrieval 

We have used the following Search string for UML MBTs :  

((“Test case generation” OR “UML behavioural model test case 

generation” OR “UML behavioural model testing,” OR “static 

model testing,” OR “UML testing,” OR “test coverage 

analysis,” OR “MBT”) AND (“model-based testing,” OR 

“optimise test case generation using UML model” OR “Tsting 

UMl model”)).  

 

Studies Selection 

The following requirements must be fulfilled for studies to be 

deemed primary: they must be written in English, published 

online between 2005 and 2020, mention UML MBT, and 

expressly choose one of the UML models for test case creation 

or optimization. 

 

 
 

The search criteria have been adjusted to better suit the needs 

of the investigation. Table 1 displays the outcome of applying 

the search string and the results of the search. 

 

Data Extraction 

After reading 65 papers as primary study. Out of a total of 65 

publications, 30 were thrown out because they either repeated 

previous research or they didn’t use any of the test case creation 

or optimisation tools that are part of the UML MBT. 

 

Title, authors, publication year, case study, optimisation 

approach, input model, research methodology, and results are 
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used to compile the data. Information was collected for 35 

articles. The data extraction contains the no. of study, 

publication year, Input model, Intermediate form, testing type 

and case studies. 

 

Threats to Validity 

Despite our efforts, we can only explore some of the potential 

data sources for UML MBT research in this paper. We have 

included most of the phrases used to express UML MBT and 

model-based Architecture since different databases use various 

jargon. To limit the amount of unrelated research, the search 

term is tweaked significantly to account for search engine 

preferences. We have performed the search procedure for 

identifying applicable studies in UML MBT in a methodical 

and comprehensive manner. Time constraints and the ever-

increasing volume of research in this area mean that some 

publications may have needed to be included.  

 

RESULTS 

 

Year-wise distribution of studies 

 

Fig. 2 represents the year-wise distribution of the research 

paper. 

 

 
Figure 2: Frequency of publications per year  

 

 

Input Model-wise distribution of studies 

Fig. 3 displays the final model-level results of the literature 

review. in this figure research parers are categories as input 

model which shows that most of the researchers used activity 

diagrams and sequence diagrams for the generation of test 

cases. 

 

 
 

Figure 3: Input model-wise results of the literature review 

 

Research Approach wise distribution of studies 

Fig. 4 displays the variation in methodology used by primary 

research. The study of UML MBT is reflected in the rising 

popularity of graph-based approaches (42%) as well as 

heuristic-based techniques (32%). 

 

 
 

Figure 4: Distribution of primary studies according to the 

research approach 
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Systems investigated 

To address the study issues stated in the preceding parts, this 

section presents the findings that were taken from a few 

primary studies. 

 

RQ1: What are the Different methods Used in UML MBT? 

 

RQ1.1 Tree-Based methods 

 

A linked acyclic graph is a tree. The tree’s nodes and 

connections follow a specific order from the trunk to the leaves. 

Create test cases from the input model using graph-theoretic 

tree-based test case generation techniques. The tree-based 

method first converts the input model into a tree as an 

intermediate form before using a tree traversal technique to 

generate test cases from it. 

 

RQ1.2 Graph-Based methods 

 

G = V, E defines a graph as an ordered pair. Each component 

of this pair, V, represents a collection of nodes or vertices, and 

E, a number of edges. When e = x on a directed graph, the 

direction of the edge is from x to y. From a testing perspective, 

looking for paths in a graph representation of the UML model 

and testing data values that satisfy constraints along those 

pathways is essential. Converting flowcharts into their 

appropriate graph representations is an example of a graph-

based method. This includes the translation of activity diagrams 

into activity diagram graphs and sequence diagrams into 

sequence diagram graphs. We then utilize a specialized version 

of depth-first search to generate test cases from each graph 

(DFS). Afterwards, a system testing graph is derived by 

combining information from the activity and sequence diagram 

graphs. The system testing graph already contains the data 

needed to build the test cases, so testing can be organized 

around it.  

 

  RQ1.3 Heuristic-Based methods 

 

Common meta-heuristic approaches in UML modelling include 

ant colony optimization and the genetic algorithm. The scale 

and complexity of the SUT makes thorough testing impractical, 

hence the employment of genetic algorithms in search 

strategies is encouraging. An evolutionary algorithm, or genetic 

algorithm, is modeled after the method of natural selection. The 

genetic algorithm is often utilized to develop efficient 

optimization solutions. Over and over, a genetic algorithm 

improves a pool of applicants and the fitness function until it 

meets the set of conditions for breadth of coverage [21]. 

Concurrency [S20] [S21] makes activity diagram-based test 

case generation difficult. The fitness function creates full, 

concurrent, and fully feasible pathways by utilising the active 

node list and action script associated with each transition node. 

 

RQ1.4 Direct UML Specification Processing 

 

In direct UML specification processing method models are not 

converted into an intermediate form such as graph and tree, 

researcher directly generating test cases from any tool which 

they implement. 

 

Table 3: Review summary 

Reference Approach Input Model Methodology 
Intermediate 

Forms 
Testing Type 

Case 

Study 

[S1] Tree Based Activity diagram 

Condition 

Classification tree 

method 

Condition 

classification tree 
System testing Yes 

[S2] Tree Based Activity diagram Extenics Euler Circuit Euler path No 

[S3] Tree Based 
Communication 

diagrams 

Post-order 

traversal 

communication 

diagram 

Path Testing, 

No Boundary 

Coverage 

[S4] Graph Based 
Activity diagram, 

sequence diagram 
DFS algorithm 

Activity graph, 

sequence graph, 

SYTG 

Integration 

testing 
Yes 

[S5] Graph Based Activity diagram 
Business flow 

control DFS 
Activity graph System testing No 

[S6] Graph Based Activity diagram DFS traversal 
Intermediate 

testable model 
System testing Yes 

[S7] Graph Based Activity diagram DFC, algorithm 
Activity flow 

graph 
System testing Yes 
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[S8] Graph Based 
Interaction 

diagram 

Slicing of 

diagram 
MDG 

Integration 

testing 
No 

[S9] Graph Based 
Sequence 

diagram 
DFS 

Labelled 

transition diagram 

Integration 

testing 
Yes 

[S10] Graph Based 
Sequence 

diagram 
TCG algorithm - Path coverage Yes 

[S11] Graph Based 
Sequence 

diagram 
DFS traversal 

Structured control 

graph 
All paths No 

[S12] Graph Based State Machine 
Data Flow 

Analysis 
EAFG Path testing Yes 

[S13] Graph Based 
Collaboration 

Diagram 

Prism and 

Dijktras 

Algorithm 

CWG 
System 

Testing 
Yes 

[S14] Graph Based 
Sequence 

Diagram 
BFS DFS 

Concurrent 

Composite graph 

Message 

sequence path 

testing 

No 

[S15] Graph Based 
Sequence 

Diagram 
 SDT, SDG 

System 

Testing 
Yes 

[S16] Graph Based 
Sequence 

Diagram 
SLT 

SG, SLT 
System 

Testing 
No Stimulus path 

SLT stack 

[S17] Graph Based Activity Diagram 
Transformation 

Based approach 

UAD graph, 

Concurrency Yes Extended AND-

OR tree 

[S18] Graph Based 

Sequence, State 

Machine 

Diagram 

Coupling based, 

Data flow testing 

Control flow 

Graph 

Integration 

Testing 
Yes 

[S19] Heuristic 

State chart 

diagram, 

sequence diagram 

Genetic algorithm SCG, SG, SYTG System testing Yes 

[S20] Heuristic Activity diagram 

Evolutionary 

algorithm genetic 

algo 

ECFG Path Coverage No 

[S21] Heuristic Activity diagram Genetic algorithm AFT, AFG System testing No 

[S22] Heuristic Activity diagram 
Hybrid genetic 

algorithm 

diagram of 

control flow 
Path testing Yes 

[S23] Heuristic 
State chart 

diagram 
Genetic algorithm 

Graph of Control 

and Its Expansion 
- No 

[S24] Heuristic Activity diagram 

Orientation Based 

Ant Colony 

optimisation 

 Path Testing No 

[S25] Heuristic 

Sequence 

Diagram, 

Machine 

Diagram 

XMI parser  Integration 

Testing 
No 

[S26] Heuristic 
Sequence 

Diagram 

Genetic 

Algorithm 
 Prime Path 

testing 
No 

[S27] Heuristic State Machine 
Test Case 

Generator 
FTS Conformance No 
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[S28] Heuristic 
Sequence 

Diagram 

Real time fault 

driven stress 

methodology 

 Stress Yes 

[S29] Heuristic 
Sequence 

Diagram 

Conformance 

checking 

approach 

Generate Sates, 

transitions, 

Simplify 

System 

Testing 
Yes 

[S30] 
Direct UML 

specification 

Use Case, 
TDD 

AOAD, System 

Testing 
No 

Activity Diagram Test sequence 

[S31] 
Direct UML 

specification 

Class, Use Case 

& Activity 

Diagram 

Agent-based 

regression 
XMI format 

Regression 

testing 
Yes 

[S32] 
Direct UML 

specification 
UML Model 

Parsing token and 

matching 

mechanism 

Pattern Class 

Name 
 Yes 

[S33] 
Direct UML 

specification 
State machine C# Atomic state System testing No 

[S34] 
Direct UML 

specification 
Class diagram OCL code - System testing Yes 

[S35] 
Direct UML 

specification 
State machine 

Papyrus-RT 

Modeling IDE 
- 

Concolic 

testing 
Yes 

RQ2: What are the UML models are used in different methods in the primary study? 

 

UML models may be broken down further into two types: 

structural and behavioral. While structural models are rigid and 

usually only address the high-level organization of SUT, most 

researchers have turned to behavioral models to round out their 

recommended strategy. 32 out of 35 primary study works on 

behavioral models. It includes activity, sequence, interaction, 

and state chart diagrams. Just three out of thirty-five main 

works rely on the class diagram as their structural paradigm. 

Due to the need for more specifics on model implementation, 

behavioral models are often preferred by academia. [20].  

 

RQ3: Is the intermediate form is used in the primary study? 

 

The intermediate form is the stage in which a UML diagram is 

connected to a graph or any other format used to generate the 

final test case. Our study discovered 6 of 35 recommended 

methods functioned without using any intermediate form 

throughout the test case generation process. Control flow 

graphs and sequence graphs are only two examples of the 

medium formats that may be used to construct test cases. This 

is especially the case for structural models, where the original 

UML diagrams may not allow for easy extraction of test cases. 

Since most intermediate formats are trees or graphs, most 

approaches employ a tree-search-based algorithm, such as 

breadth-first search or depth-first search, to walk the tree and 

generate test cases. 

 

RQ4: Which testing level is achieved in the primary study? 

 

Unit testing, integration and system testing, system testing, and 

acceptance testing are the four pillars of software testing.[1]. 13 

out of 35 primary studies perform system-level testing; system 

testing is to validate end-to-end system specifications that are 

described in the software requirement specifications. Some 

researchers perform integration testing, path testing, regression 

testing and stress testing. 3 out of 35 primary studies do not 

specify any testing type.  

 

RQ5: What methodology was used in the primary study? 

 

Most of the original research we investigated employed 

networks as an intermediary form, and those studies created test 

cases from the models provided using graph traversal 

algorithms. 9 out of 35 works on graph traversal algorithm. Test 

case generation and optimization using an ant colony algorithm 

with an orientation-based strategy has been the focus of a 

number of primary research studies, as have other approaches 

like the genetic algorithm, the transition-based approach, the 

condition classification method, and test driven development. 

 

RQ6: Is the primary study including case study? 

 

We found out that majority of researchers utilised case studies 

to illustrate the output of their models. Researchers may 

examine their results in further detail using a case study 

technique, but only in relation to a certain place or topic. 

Typically, a case study approach will take a small sample size 

of data and demonstrate the outcome. In its truest form, case 

http://www.ijritcc.org/


International Journal on Recent and Innovation Trends in Computing and Communication 

ISSN: 2321-8169 Volume: 11 Issue: 9 

Article Received: 25 July 2023 Revised: 12 September 2023 Accepted: 30 September 2023 

___________________________________________________________________________________________________________________ 

 

 

    3274 

IJRITCC | September 2023, Available @ http://www.ijritcc.org 

studies examine and provide in-depth contextual analysis of a 

select few circumstances or occurrences as well as the 

connections between them. [22].  

 

DISCUSSION 

 

Due to the sheer amount of potential inputs and processes, 

evaluating every single conceivable test case is impractical for 

most applications. The most difficult part of testing software is 

deciding on a collection of test cases to uncover all of the bugs 

in the SUT. The basic objective of Model-Based Testing 

(MBT) is to automate the production and running of test cases 

generated from UML models. More test coverage, quicker 

mistake detection, and a shorter minimum standard are the main 

advantages of MBT. The test cases for MBT were developed 

using a variety of different models. Here, we have zeroed in on 

UML MBT’s test cases and testing procedure, focusing on how 

they may be generated with the help of UML models. 

 

UML models may be used to represent the system in a 

straightforward manner with greater abstraction. We conducted 

an SLR on UML MBT to investigate the existing approaches 

and the unanswered questions in this study area. Out of the 65 

publications we read, we found 35 that directly addressed our 

study topics. Thus, we consider them to be primary studies. 

Considering the varied research and the history of model-based 

testing, we developed an intermediate type of model to 

establish the level of model-based testing. Several conclusions 

about model-based testing may be drawn from our research. 

 

We have developed a foundational understanding of UML 

MBT and its driving forces. Models are used to create test 

cases, which can then be used to examine working software. 

Since there is agreement on the general model-based testing 

procedure, all of the methods detailed in the main paper can be 

understood as instantiations of the reference process model. 

The methodologies vary in how UML models are chosen, how 

intermediate forms are generated, how test criteria are 

described, how test cases are generated, what kind of testing is 

performed, and what kind of case study is used. We have 

provided a table-based presentation of these components. 

 

In addition, we have recognised a number of challenges in 

developing efficient test cases. The majority of academics have 

seen graphs as the intermediate representation of UML 

diagrams and have limited their attention to just path coverage 

requirements. Most researchers use activity and sequence 

diagrams as the input models. However, there is no framework 

that can encompass all forms of UML diagrams, produce test 

cases, and prioritise the test cases. 

 

 

 

CONCLUSION 

 

Testing real-world systems manually or exhaustively is 

unrealistic due to the sheer amount of possible input 

combinations and actions. Creating test cases that can identify 

defects in the SUT is a massive obstacle. MBT testing is 

initiated early in the product development process to cut down 

on testing time. UML is now widely accepted as the gold 

standard for software modelling in both the academic and 

business worlds. This motivates the need for an SLR on UML-

based model-based testing strategies. 

 

The results of our research show that the input model, 

methodology, and intermediate form of UML MBT. We have 

looked at a few methods for creating test cases, but there are 

likely many more that may be derived from these. Research into 

these methods might help UML MBT get the most possible 

advantages. Researchers may find this study’s findings helpful 

as a starting point for further research of UML MBT.  
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