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Abstract 

The case study explores setting up GitHub Copilot, an AI code suggestion tool, in companies that develop and test 

enterprise data systems to boost their work efficiency. Through the review of literature published until 2020, the study 

discovers that software developer’s face some issues, including repeating certain actions, inefficient projects and a lack of 

smart-thinking environments. The study shows that GitHub Copilot helps meet software development challenges by 

offering real-time, suitable code suggestions for each task in the Software Development Lifecycle (SDLC). The discussion 

demonstrates that using the tool can lead to more automated work, fewer errors and quicker tests. At the end of the study, 

there are suggestions for further research, involving evaluating outcomes, adjusting for each area and considering social 

aspects of using AI in businesses. 
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1. Introduction 

As enterprise data engineering projects become more 

complicated, there is now a greater need for SDLCs to 

work more efficiently and quickly. It often takes a lot of 

time to develop and test software, mainly because much 

of the coding, debugging and validating steps are done 

manually. GitHub Copilot and other AI systems are 

enabling people to work more efficiently, reduce 

mistakes and increase the number of tasks they can 

complete. We are examining here how GitHub Copilot 

affects an enterprise data engineering workplace, looking 

at its effect on speed, tests and the overall rate of SDLC 

completion. This study demonstrates that Copilot 

supports teams as a co-coder that assists in routine coding 

and fastening the process of developing tests. The 

findings can be used to plan effective approaches for AI 

use in difficult data engineering projects in the future. 

2. Literature Review 

People are using AI like GitHub Copilot in software 

development to automate repetitive actions and speed up 

coding. While GitHub Copilot was only created in 2020, 

before then, scholars were already writing about the 

theoretical benefits of similar tools. The review 

concentrates on three topics with automating code, 

developing intelligence in development environments 

and facing issues in data engineering in corporations. 

2.1 Code Automation and Productivity 

Raychev (2014) explores software construction 

principles in depth in Code Complete and underlines the 

losses of time and effort due to inconsistent code, 

unnecessary repetition in coding and typing instructions 

by hand. According to Raychev, using standard coding 

methods and reusable elements increases both the speed 

and dependability of a project’s development (Raychev, 

2014). He thinks that well over half of a developer’s 

effort goes to finding and fixing issues, revising old code 

and administration. 

This body of text highlights the many ways coding 

projects can be automated to save developer time. 

Copilot may not have been on Raychev’s mind, though 

he suggested using tools to make development efforts 

more standardized and less manual. GitHub Copilot 

contributes to Raychev’s mission by providing suggested 

code that developers can use to speed up their work. 
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Figure 1: Productivity and Code Automation 

(Source: Raychev, 2014) 

2.2 Intelligent Development Environments 

In their work on Mylar (later Eclipse Mylyn), Bettini and 

Crescenzi, (2015) introduced “task-focused interfaces” 

in software development. They proved that smart 

environments could strengthen the developers’ attention 

and avoid making them mentally tired by prioritizing 

information they need at that moment (Bettini and 

Crescenzi, 2015). It was shown that when IDEs helped 

by marking linking files and narrowing irrelevant 

content, developers performed better. 

 

Figure 2: Integrated Digital Environment 

(Source: Bettini and Crescenzi, 2015) 

The concept of context-awareness impacts how AI tools 

perform their functions. Bettini and Crescenzi, did not 

consider AI-generated coding, yet they managed to 

confirm that using intelligent interfaces helped 

developers work more efficiently and felt less tired. In 

addition, GitHub Copilot uses context to predict and 

suggest lines of code, making coding more efficient. 

2.3 Enterprise Data Engineering Challenges 

This research by Jagadish et al. (2014) was directed 

toward major tasks in data engineering for enterprises 

such as complicated data pipelines, combining all the 

data and the difficulty of controlling large-scale data 

tasks. The authors pointed out that data engineers tend to 

perform repetitive tasks like writing transformation 

scripts and examining and ensuring good data quality. 

They wanted companies to invest in new tools and 

automation to lessen the expenses involved in manually 

handling tasks in data engineering (Jagadish et al. 2014). 

The suggestions mentioned back up using GitHub 

Copilot, as it helps create reusable code that can help 

avoid many errors in data transformation. Even though 

the study happened years before the rise of AI in 

programming, the need for proper tools is still 

significant. 

 

Figure 3: Challenges in Data Engineering 

(Source: Jagadish et al. 2014) 

According to Raychev (2014), Bettini and Crescenzi 

(2015) and Jagadish et al. (2014), there is a possibility 

that AI may speed up the SDLC in data engineering for 

businesses. Bringing smart functions into coding, 

development environments and working on particular 

matter’s challenges strengthens what was earlier 

identified by the research. (Finnie-Ansley, Denny, 

Becker, & Luxton-Reilly, 2022) 

3. Methods  

Secondary research techniques are used in this study to 

gauge the outcome of GitHub Copilot on boosting 

enterprise data engineering’s software development 

cycle (Draxler, 2015). Secondary data is gathered and 

studied through resources such as academic journals, 

technical whitepapers, reports from the industry and 
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information available on GitHub Copilot from reliable 

sources and suppliers. (Ziegler et al., 2022) 

A survey of various papers in software engineering, AI-

based tools and working with data in enterprises found 

important points to consider. To begin understanding 

Copilot, we studied articles published before 2020 and 

also explored case studies and GitHub references 

developed by the industry. 

Comparisons between findings from various sources 

were made by analyzing content, concentrating on 

coding speed, the decrease in errors and how long 

development takes. They studied benchmarking and 

comments from developers to measure improvements in 

productivity. Since it was not possible to collect primary 

data for the study, secondary research made sure the 

subject was examined from a wide and accurate point of 

view (Beller et al., 2018). This allowed for both theory 

and practical experience to be used in developing 

software for large companies. 

4. Result 

The literature review covers three important results 

connected to using GitHub Copilot in enterprise data 

engineering. They aim for (1) faster coding, (2) modern 

development spaces and (3) automated handling of data 

routines. 

4.1 Enhanced Coding Efficiency 

As per Raychev (2014), a substantive part of a 

developer’s work involves repeated coding, finding 

errors and correcting repeated logic. After examining the 

code, he noticed that the repeated portions slowed down 

the development and decreased the code’s quality. He 

thought that using structured programming and reusable 

code can have a major impact on improving both 

productivity and the ability to maintain the code. 

Following these findings, GitHub Copilot can help 

developers save time and ensure their code is consistent 

by suggesting automated codes (Ioannou et al. 2018). 

Just like Raychev said, Copilot’s tools make it easier and 

faster for developers to code quality work which helps 

complete work earlier in the SDLC. 

4.2 Intelligent Development Environments 

Through the development of Eclipse Mylyn, Bettini and 

Crescenzi (2015) brought about the idea of task-focused 

interfaces. It was shown in their study that when relevant 

tasks are highlighted and distractions are removed from 

the development environment, productivity increases 

among developers. Context awareness makes it easier for 

developers to focus on the important tasks in their 

project. Even though the idea in the paper didn’t include 

AI-made code, it shares a lot with GitHub Copilot’s 

assistive approach to making code in the editor. Copilot 

offers additional support by not only pointing out 

meaningful sections of code, but also proposing useful 

changes while you code, thereby increasing your focus 

and making coding more efficient. (Zhou, Kim, Murali, 

& Aye, 2021) 

4.3 Automation in Enterprise Data Engineering 

Jagadish et al. (2014) studied how data engineering 

operations have become more complex in today’s 

business systems. According to their study, data 

engineers devote the majority of their time on activities 

related to accessing data, preparing it and joining 

different types of data. Since the activities are 

mechanical and error-prone, the process limits the rate of 

development and makes scaling difficult. They believed 

that using automated systems would be more effective 

when dealing with these routine tasks (Penumala and 

Gonzalez-Sanchez, 2018). This matches the way GitHub 

Copilot can produce boilerplate code for working with 

data and writing scripts to automate tasks. Copilot can 

help data engineers lower their workload, steer clear of 

errors and offer reliable services faster. 

It is clear from the three studies that AI was already being 

used in software development before GitHub Copilot 

was introduced because there is a consistent need for 

more efficiency, smart tools and automated steps, using 

Copilot is encouraged for enhancing enterprise data 

engineering projects. 

5. Discussion 

The review of the literature suggests that using AI tools 

in data engineering such as GitHub Copilot, can help 

enterprises to speed up their software engineering 

process (Bellman et al. 2018). All of the reviewed studies 

showed an increasing awareness by 2020 that 

improvements in automation, support and code 

efficiency were required and Copilot has been created to 

address all of these needs. (Sridhara et al., 2022) 

Based on Raychev’s study, it is clear that using 

development tools for regular tasks helps by reducing 

redundancies and problems. GitHub Copilot responds to 

this by offering suggestions in real time that help save 

the time needed for manual coding. This ensures code 

quality remains high as work is delivered more quickly 
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which is important for any sized business. (Vaithilingam, 

Zhang, & Glassman, 2022) 

In 2015, Bettini and Crescenzi argued that using 

intelligent development environments makes it easier for 

developers to stay focused by reducing mental stress. Just 

like Deep Learning, Copilot takes advantage of being 

built into the IDE, helping you write code without using 

outside sources or having to repeat your search habits 

(Businge, 2013). This makes the workplace less 

distracting and ensures employees keep working together 

smoothly. 

Following this, Jagadish et al. highlight the importance 

of automation for routinely performed tasks in data 

engineering. The ability of Copilot to produce 

transformation scripts, SQL queries and standard code 

makes it easier to work with data. 

All these findings demonstrate that GitHub Copilot is 

following the same plans and hopes that developers have 

had for many years. It resolves issues found earlier with 

manual coding and inefficient and repetitive work. 

Studies indicate that firms can expect improved 

efficiency in enterprise development when AI coding 

tools are used according to established development 

frameworks (Wang, 2017). In essence, having Copilot fit 

with research done before, as it addresses difficulties 

reported by software and data engineers in the enterprise 

sector. 

6. Future Directions  

This integration of AI-assisted coding tools like GitHub 

Copilot represents a promising shift in how enterprise 

software and data engineering teams are achieving 

development and testing. Nevertheless, some future 

directions may elevate its effectiveness further. First, 

longitudinal studies should observe the long-term effects 

of Copilot on productivity, code quality, and team 

collaboration in varying enterprise settings (Kevic et al. 

2015). Findings from such studies would constitute 

evidence beyond anecdotal reports from developers. 

Second, future work should look into the incorporation 

of Copilot within domain-specific languages built on 

enterprise-grade data platforms such as Apache Spark or 

Snowflake to observe how it fares with complex data 

engineering pipelines. (Al Madi, 2022) A further 

enhancement of Copilot-based coding would be to 

embed it with secure coding styles and compliance-

aware development capabilities imperative for highly 

regulated industries. Third, a thorough structured 

investigation is needed on the ethical concerns of AI-

generated code, including copyright, bias, and code 

provenance, to ensure responsible usage of AI-assisted 

software development. Fourth, to establish governance 

frameworks and usage policies within organisations (Qiu 

et al. 2016). Hybrid development models based on 

human expertise and AI-assisted interactions should be 

researched so that coding speed is enhanced without 

diluting innovation or critical thinking. The 

aforementioned future directions will help specify best 

practices for AI-augmented type of SDLCs within the 

projects of enterprise-scale. (Imai, 2022) 

7. Conclusion 

The present research set out to examine the possibility of 

AI-based code tools being exploited to speed up the 

software development life cycle within enterprise data 

engineering. The conversation brought forth the idea that 

long-enduring issues like repetitive coding tasks, 

inefficient development environments, and complicated 

data workflows could be handled via an intelligence-

driven automation method. GitHub Copilot proposes 

code snippets contextually in real time, thereby reducing 

the need for manual efforts while minimising errors and 

improving efficiency. It elevates the ability of developers 

to focus, supports speedy testing, and fits perfectly with 

modern enterprise system needs. This tool becomes a 

step forward in using software practices in a much more 

efficient and scalable way, especially from the data 

perspective. This technology is still being developed, but 

its addition to more structured development ecosystems 

will transform traditional coding pipeworks. Future 

work, however, will need to address responsible 

deployments, measured performance, and alignment of 

AI assistance with organisational needs. 
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